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library(corrplot)

library(car)

library(knitr)  
library(plot.matrix)  
library(class)

library(MASS)

library(leaps)

library(caret)

library(nnet)

library(dplyr)

library(randomForest)

library(gbm)

library(glmnet)

library(lubridate)

## Preprocessing of the Data

testing <- read.csv("test.csv")  
training <- read.csv("training.csv")  
training$PublishedDate <- mdy\_hm(training$PublishedDate)  
training$month <- month(training$PublishedDate)  
training$day<- day(training$PublishedDate)  
training$hour<- hour(training$PublishedDate)  
training$minute<- minute(training$PublishedDate)  
  
testing$PublishedDate <- mdy\_hm(testing$PublishedDate)  
testing$month <- month(testing$PublishedDate)  
testing$day<- day(testing$PublishedDate)  
testing$hour<- hour(testing$PublishedDate)  
testing$minute<- minute(testing$PublishedDate)  
  
  
set.seed(123456)  
index <- sample(seq\_len(nrow(training)), size = 0.8 \* nrow(training))  
train <- training[index,-c(1,2)]  
train <- na.omit(train)  
test <- training[-index,-c(1,2)]

## Statisctic Model Selection

### GLM

model\_glm <- glm(train$growth\_2\_6 ~ ., data = train)  
yhat.glm <- predict(model\_glm, newdata = test)

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading

glm.err <- mean((yhat.glm - test$growth\_2\_6)^2)

GLM model MSE: 2.5475668

### Ridge

library(glmnet)  
xtrain <- model.matrix(growth\_2\_6~., data = train)  
ytrain <- train$growth\_2\_6  
xtest <- model.matrix(growth\_2\_6~., data = test)  
ytest <- test$growth\_2\_6  
  
ridge.fit <- cv.glmnet(xtrain,ytrain,alpha = 0)  
plot(ridge.fit)
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ridge.lambda <- ridge.fit$lambda.min  
  
ridge.pred <- predict(ridge.fit, s = ridge.lambda, newx = xtest)  
ridge.err <- mean((ridge.pred - ytest)^2)

Ridge test MSE: 2.5400127.

### Lasso

lasso.fit <- cv.glmnet(xtrain,ytrain,alpha = 1)  
plot(lasso.fit)

![](data:image/png;base64,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)

lasso.lambda <- lasso.fit$lambda.min  
#lasso.lambda  
  
lasso.pred <- predict(lasso.fit, s = lasso.lambda, newx = xtest)  
lasso.err <- mean((lasso.pred - ytest)^2)

Lasso test MSE: 2.5599742

### PCR

library(pls)

pcr.fit <- pcr(growth\_2\_6~.,data = train, scale= FALSE, validation = "CV")  
validationplot(pcr.fit, val.type = "MSEP")
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#summary(pcr.fit)  
pcr.pred <- predict(pcr.fit, test, ncomp = 109)  
pcr.err = mean((pcr.pred - test$growth\_2\_6)^2)

PCR test error rate : 2.5657244.

### PLS

pls.fit <- plsr(growth\_2\_6~.,data = train, scale= FALSE, validation = "CV")  
validationplot(pls.fit, val.type = "MSEP")
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#summary(pls.fit)  
pls.pred <- predict(pls.fit, test, ncomp = 34)  
pls.err = mean((pls.pred - test$growth\_2\_6)^2)

PLS test error rate : 2.5387545.

### Boosting

library(gbm)  
set.seed(123)  
power <- seq(-10, -0.2, by = 0.1)  
lambda <- 10^power  
trainMSE <- rep(NA, length(lambda))  
for (i in 1:length(lambda)){  
 boost <- gbm(growth\_2\_6~., data = train, distribution = "gaussian", n.trees = 500,verbose = FALSE, shrinkage = lambda[i])  
 pred.train <- predict(boost, train, n.trees = 1000)  
 trainMSE[i] <- mean((pred.train - train$growth\_2\_6)^2)  
}

plot(lambda, trainMSE, type = "b", xlab = "Shrinkage Value", ylab = "Training MSE")
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#min(trainMSE)  
#lambda[which.min(trainMSE)]  
  
model\_gbm <- gbm(growth\_2\_6~., data = train, distribution = "gaussian", n.trees = 500, shrinkage = lambda[which.min(trainMSE)])

yhat.gbm <- predict(model\_gbm, newdata = test)

## Using 500 trees...

gbm.err <- mean((yhat.gbm - test$growth\_2\_6)^2)   
  
a <- summary(model\_gbm)
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gbm\_x <- head(a,20)[,1]  
model\_gbm1 <- gbm(growth\_2\_6~., data = train[,c(gbm\_x, "growth\_2\_6")], distribution = "gaussian", n.trees = 500, shrinkage = lambda[which.min(trainMSE)])  
  
yhat.gbm1 <- predict(model\_gbm1, newdata = test)

## Using 500 trees...

gbm1.err <- mean((yhat.gbm1 - test$growth\_2\_6)^2)   
  
summary(model\_gbm1)
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## var rel.inf  
## cnn\_17 cnn\_17 18.64845190  
## Num\_Views\_Base\_mid\_high Num\_Views\_Base\_mid\_high 10.22589007  
## cnn\_10 cnn\_10 7.27887473  
## avg\_growth\_low avg\_growth\_low 6.26273596  
## cnn\_89 cnn\_89 5.94869388  
## pct\_nonzero\_pixels pct\_nonzero\_pixels 5.33038857  
## hog\_643 hog\_643 4.87490171  
## avg\_growth\_low\_mid avg\_growth\_low\_mid 4.82927820  
## num\_words num\_words 4.63475139  
## cnn\_68 cnn\_68 4.39411512  
## views\_2\_hours views\_2\_hours 4.30614076  
## cnn\_25 cnn\_25 4.26066982  
## Duration Duration 3.93968681  
## cnn\_12 cnn\_12 3.91091219  
## hog\_492 hog\_492 2.65284802  
## hour hour 2.50540482  
## cnn\_86 cnn\_86 2.38794966  
## Num\_Subscribers\_Base\_low\_mid Num\_Subscribers\_Base\_low\_mid 1.84216823  
## avg\_growth\_mid\_high avg\_growth\_mid\_high 1.70365198  
## Num\_Subscribers\_Base\_mid\_high Num\_Subscribers\_Base\_mid\_high 0.06248617

Boosted model MSE: 3.078268.

### Random Forest

library(randomForest)  
model\_rf <- randomForest(growth\_2\_6~., data = train, mtry = 262/3, ntree= 2000, importance = TRUE) # 2.10

yhatrf <- predict(model\_rf, newdata = test)  
rf.err <- mean((yhatrf - test$growth\_2\_6)^2)

Random forest model MSE: 2.067357.

### Summary

result <- c(glm.err, ridge.err,lasso.err,pcr.err,pls.err,gbm.err, rf.err)  
barplot(result,   
 names.arg = c("GLM", "Ridge","Lasso", "PCR", "PLS", "GBM", "RF"),  
 ylim = c(2,3),   
 col = "lightblue",  
 main = "MSE of selected models",  
 axes = TRUE)
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sst <- mean((mean(test$growth\_2\_6) - test$growth\_2\_6)^2)  
  
r2 <- c()  
for ( i in 1:length(result)){  
 r2 <- c(r2, 1 - result[i]/sst)  
}  
barplot(r2,   
 names.arg = c("GLM", "Ridge","Lasso", "PCR", "PLS", "GBM", "RF"),   
 col = "ORANGE",  
 ylim = c(0.5,0.7),   
 main = "R^2 of selected models")
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## Predictor Selection

### High correlation

cor <- abs(cor(train$growth\_2\_6,train[,-258]))

## Warning in cor(train$growth\_2\_6, train[, -258]): 标准差为零

pick <- which(cor > 0.2)  
length(pick)

## [1] 19

high\_cor <- colnames(train)[pick]  
  
correlationMatrix <- cor(train[,pick])  
  
  
x <- c(gbm\_x, high\_cor)  
length(x)

## [1] 39

for (i in 1:length(x)){  
 for (j in 1:(i-1)) {  
 if (x[i] == x[j]){  
 x[i] = 0  
 break  
 }  
 }  
}  
x <- x[-which(x == 0)]  
x

## [1] "cnn\_17" "avg\_growth\_low"   
## [3] "avg\_growth\_low\_mid" "cnn\_10"   
## [5] "cnn\_89" "num\_words"   
## [7] "Num\_Subscribers\_Base\_mid\_high" "views\_2\_hours"   
## [9] "hour" "cnn\_12"   
## [11] "Duration" "Num\_Subscribers\_Base\_low\_mid"   
## [13] "cnn\_68" "cnn\_86"   
## [15] "avg\_growth\_mid\_high" "hog\_643"   
## [17] "hog\_492" "cnn\_25"   
## [19] "pct\_nonzero\_pixels" "doc2vec\_17"   
## [21] "num\_chars" "num\_uppercase\_chars"   
## [23] "Num\_Subscribers\_Base\_low" "Num\_Views\_Base\_low"   
## [25] "Num\_Views\_Base\_low\_mid" "Num\_Views\_Base\_mid\_high"   
## [27] "count\_vids\_mid\_high"

model\_1.1 <- randomForest(growth\_2\_6~., data = train[,c(x,"growth\_2\_6")], mtry = 262/3, ntree = 500)

## Warning in randomForest.default(m, y, ...): invalid mtry: reset to within valid  
## range

summary(model\_1.1)

## Length Class Mode   
## call 5 -none- call   
## type 1 -none- character  
## predicted 5793 -none- numeric   
## mse 500 -none- numeric   
## rsq 500 -none- numeric   
## oob.times 5793 -none- numeric   
## importance 27 -none- numeric   
## importanceSD 0 -none- NULL   
## localImportance 0 -none- NULL   
## proximity 0 -none- NULL   
## ntree 1 -none- numeric   
## mtry 1 -none- numeric   
## forest 11 -none- list   
## coefs 0 -none- NULL   
## y 5793 -none- numeric   
## test 0 -none- NULL   
## inbag 0 -none- NULL   
## terms 3 terms call

yhat.1.1 <- predict(model\_1.1, newdata = test)  
mse1.1 <- mean((yhat.1.1 - test$growth\_2\_6)^2)  
mse1.1

## [1] 2.089632

MSE: 2.0896315

### Importance

summary(importance(model\_rf))

## %IncMSE IncNodePurity   
## Min. : -2.643 Min. : 0.00   
## 1st Qu.: 2.318 1st Qu.: 40.38   
## Median : 4.566 Median : 55.47   
## Mean : 9.625 Mean : 151.59   
## 3rd Qu.: 7.066 3rd Qu.: 80.71   
## Max. :129.356 Max. :7007.10

rf\_imp <- which(importance(model\_rf)[,1]>mean(importance(model\_rf)[,1])& importance(model\_rf)[,2]>mean(importance(model\_rf)[,2]))  
rf\_imp <- rownames(importance(model\_rf))[rf\_imp]  
  
set.seed(123)  
model\_1.2 <- randomForest(growth\_2\_6~., data = train[,c(rf\_imp,"growth\_2\_6")], mtry = 262/3, ntree = 500) # 1.988

yhat.1.2 <- predict(model\_1.2, newdata = test)  
mse1.2 <- mean((yhat.1.2 - test$growth\_2\_6)^2)  
mse1.2

## [1] 1.984859